# Introduction to Programming

## Lab Worksheet

### Week 6

Prior to attempting this lab tutorial ensure you have read the related lecture notes and/or viewed the lecture videos on MyBeckett. Once you have completed this lab you can attempt the associated exercises.

You can download this file in Word format if you want to make notes in it.

You can complete this work using the Python interpreter in interactive mode. This could be inside an IDE, or just a command prompt.

**Topics covered:**

* Using List methods
* List Comprehensions
* Introduction to Tuples
* Packing and Unpacking

For more information about the module delivery, assessment and feedback please refer to the module within the MyBeckett portal.
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## **Using List Methods**

The List data-type provides a lot of very powerful functionality. A previous lesson introduced the basic ideas and syntax behind the List compound type. As a quick reminder:

* A list is a *sequence* type that supports *indexing*, *slicing* and *concatenation.*
* A list is *iterable* and can be used in for…in type control statements.
* A list is *mutable*, so once created its contents can be changed.

The List type is built directly into the Python language hence there is a specific syntax associated with the creation and manipulation of lists. e.g. to create a list, square brackets can be used:

squares = [4, 9, 16, 25]

**TASK**: Write a for..in loop that iterates over all the elements of the squares list and prints the square root of each to the screen. *Hint*: you may want to import a function from the math module to help achieve this.
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**Introducing Methods**

The term *method* has been occasionally mentioned during these lessons. A *method* can be thought of as being very similar to a *function* i.e. it is some predefined code that can be called while passing zero or more argument values. A method however is always associated with a specific data-type, and when called is prefixed with a value (often a variable) that gives the method *context*. What this means is that when the method executes it performs its operation using information associated with the value used during the call.

Since a method is associated with a data-type, different data-types provide different methods, which implies that methods available on one data-type are not necessarily available on other data-types.

The List data-type has a number of methods that allow access and manipulation of the list. One example is the append() method we have previously seen, e.g.

squares.append(36)

Notice how the method call is prefixed with the variable name, followed by a period (.).

The fact that the variable squares data-type is a *List* makes this method call valid, since the method append() is defined for any value based on the *List* data-type.

**TASK**: Write some code that uses the append() method to add the next three square values (49, 64, 81) to the end of the squares list.
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There are many other methods defined for the List type. Some of these methods *mutate* (change) the list contents, others just *access* the contents. Many of these methods provide operations that can also be achieved using *slicing*.

The methods that ***mutate*** a list are -

extend() - appends multiple values, by providing an *iterable* argument value

insert() - inserts a single value at a specific index position

remove() - removes the first occurance of a specific element

pop() - removes and returns the last element added to the list

clear() - removes all elements from the list

sort() - sorts the contents of the list

reverse() - reverses the position of all elements in the list

The methods that only ***access*** the list are -

index() - returns the index of a specific element

count() - returns the count of how many times a specific element appears

copy() - returns a shallow copy of the list

The built-in help system can provide information about methods which are available on a specific data-type. For example, a list of the methods available on the List type can be viewed by inputting the following command. You can ignore the methods that start with an underscore for now.

help(list)

**The extend() method**

The extend() method mutates (changes) a list by adding multiple values at once. It is similar to the append() method, but takes a sequence as a parameter, like so:

squares.extend([49, 64, 100])

If the same parameter had been passed to the append() methods, then the list itself would have been appended as a value, instead of each individual value being extracted and appended individually.

Note: the above command could also be achieved by assigning to a slice as follows (but the code is probably a little more cumbersome and opaque).

squares[len(squares):] = [49, 64, 100]

**TASK**: Write some code that uses the extend() method to add the next three square values, starting at 121 (11 x 11), to the end of the squares list.
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The built-in help system can also provide information about methods, simply by prefixing the method name with the type name. So to get help about the extend method you can type -

help(list.extend)

If you are ever unsure of what parameters need to be passed to a method, just use the help() command to find out.

**The insert() method**

The insert() method mutates a list by inserting a value at a specific position within the list. The position is specified as a zero-based *index* value. As with other indexing, it is possible to use a negative index value to identify an insertion position relative to the end of the list.

The insert() method takes two arguments, the first is the index position, the second is the value to be inserted.

**TASK**: Write some code that uses the insert() method to insert the value 2, to the very beginning of the squares list.
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Note: As with many of these methods slicing could have been used as an alternative. So to insert a single value the equivalent would be as below. As before, the code using the method is probably a little clearer.

squares[index:index] = [value]

**The remove() method**

The remove() method mutates a list by removing a specified value from the list. The value to be removed is provided as the single parameter, if the value is not present within the list then an error is reported. If the same value appears more than once within the list, then only the first occurence found is removed.

**TASK**: Write some code that uses the remove() method to remove the value 49 from the squares list. Print the list afterwards to ensure the value has indeed been removed.
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**TASK**: Write some code that uses the remove() method to remove the value 3 from the squares list. Notice how an error is generated since the given value was not present.
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**TASK**: Create a simple list that contains the values [1, 2, 3, 1, 2] and then use the remove () method to remove the value 2. Which value is removed?
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**The pop() method**

The pop() method mutates a list by removing and returning the last (right-most) value from the list. The term pop is well known in computer science and it refers to removing the last element that has been added to a *stack* type structure.

**TASK**: Write some code that uses the pop() method to remove and display the last value of the squares list. Print the list afterwards to ensure the value displayed has been removed.
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The pop() method can optionally be provided with an *index* parameter. If this is present then the value is removed from the specified position within the list, rather than the end. Typing the following command will describe how this parameter is optional.

help(list.pop)

As with most index values, a negative value can be used to make the position relative to the end of the list. Also if the index is out of range (so larger than the length of the list), an error is reported.

**TASK**: Write some code that uses the pop() method to remove and display the first value of the squares list. Print the list afterwards to ensure the value has been removed.
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Note: It might seem as if remove and pop are doing the same thing (especially when pop is used with an index value), but there is a difference. Review the descriptions above if you cannot see what that is!

**The clear() method**

The clear() method mutates a list by removing all elements. After the method call the list still exists, but it is empty.

>>> some\_list = [1,2,3,4]

>>> some\_list.clear()

>>> print(some\_list)

[]

clear() is a very simple method and equivalent to the following *slicing* assignment -

some\_list[:] = []

Again, using the method is probably better practice as the resulting code is easier to understand.

**The sort() method**

The sort() method mutates a list by changing the order of the elements. This is probably the most complex of all the List type methods to use (in some cases). It is also probably the most powerful.

If called with no parameters this sorts the list into ascending order by comparing the value of each element.

>>> some\_list = [8, 2, 4, 99, 1]

>>> some\_list.sort()

>>> print(some\_list)

[1, 2, 4, 8, 99]

This list was sorted numerically, since it contained integer type values. If it had contained string type values then it would have been sorted alphabetically.

The sort method can become more complex to use because it can optionally take *keyword-arguments*. One of these is a reverse boolean value indicating whether the sort should be done in reverse:

>>> some\_list = [8, 2, 4, 99, 1]

>>> some\_list.sort(reverse=True)

>>> print(some\_list)

[99, 8, 4, 2, 1]

The other keyword-argument is a key which specifies a function that can be used to customize the applied sort order. This argument is typically provided as a *lambda expression*, which was discussed in a previous lesson.

The provided function can return an alternative value that is to be used within the sort algorithm. This sounds rather complex, but looking at an example should help simplify things a little.

Imagine you had a list of people’s names that needed sorting. This could be achieved very easily using the following code -

>>> names = [ "Mark", "Alicia", "Ben" ]

>>> names.sort()

>>> print(names)

['Alicia', 'Ben', 'Mark']

In this case the names have been sorted alphabetically. However, what if you wanted to sort the list based on the length of each name? This sounds difficult, but it can be done fairly easily by providing a l*ambda expression* as the key argument and using the len function to return the lengths of strings.

>>> names.sort(key=lambda n : len(n))

>>> print(names)

['Ben', 'Mark', 'Alicia']

This works since the *lambda expression* returns the length of each name, using a call to the len(n) built-in function. The sort() method calls the given function for each name in the list, then uses the returned value as the sorting criteria rather than the name itself.

**TASK**: Write some code that uses the sort() method with no arguments, to alphabetically sort the exact list of names shown below. Display the list after the sort has been called.

names = [ "Eric", "anna", "Sophie", "sam" ]

Once you have completed the previous task you should have noticed that the order is not what you may have expected. The result probably looked like this -

['Eric', 'Sophie', 'anna', 'sam']

This is because lower-case letters appear later than all upper-case letters when a default sort is applied.
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**TASK**: Improve your previous solution so that the list is sorted correctly, ignoring the case used to write the names. To achieve this you will have to include a key argument in the form of a *lambda expression* that returns each string as uppercase letters only. Hint: you can use the str.upper() method to convert a name to uppercase letters.
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There is also a built-in *function* called sorted() that can also be used to sort lists. Unlike the sort() *method* however this produces a new List in memory, rather than sorting the current list *in-place*. Therefore the sorted() function does not mutate the list itself, but produces a new one altogether. This is useful if the original list order is NOT to be changed, but a sorted copy is needed.

>>> some\_list = [8, 2, 4, 99, 1]

>>> sorted\_list = sorted(some\_list)

>>> print(some\_list)

[8, 2, 4, 99, 1] # order of original list is unchanged

However, in the case where the original list can be changed it is much more efficient to sort a list using the sort() method rather than the sorted() function. e.g. the following lines of code both do exactly the same thing, but the first version is more efficient since it is sorting the original list *in-place*, rather than creating a brand new list.

some\_list.sort() # sort in-place

some\_list = sorted(some\_list) # sort using function, then assign

The sorted() function can take the same *keyword arguments* as the sort() method, so is just as powerful. It can also be applied to any *iterable* type. which means it can sort more than just lists.

**The reverse() method**

The reverse() method mutates a list by reversing the position of each element.This is done *in-place* so it is fairly efficient, i.e. it does not need to create a new temporary variable or list.

**TASK**: Write some code that uses the reverse() method to reverse the values of the squares list. Print the list afterwards to ensure the values have been reversed.
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Note: A reverse operation could be done using *slicing* as shown below. However, once again it is probably more intuitive to call the reverse() method instead.

squares[:] = squares[::-1]

**The index(), count(), and copy(), methods**

The index(), count(), and copy() methods are *accessors* rather than *mutators*, hence they do not change the list but always return a value.

The index() method returns the index of a specific element. If the element is not present then an error is reported.

>>> colours = ["red", "green", "yellow", "blue", "red"]

>>> print(colours.index("yellow"))

2

An optional *start* and *end* parameter can be specified to limit the range of the list to be searched. These act as index values between which the search is to be performed (from *start* to *end*-1), e.g.

>>> colours = ["red", "green", "yellow", "blue", "red"]

>>> print(colours.index("red",3))

4

This example finds the second occurrence of "red" (at index 4) since it starts searching from position 3 rather than the beginning of the list.

**TASK**: Write some code that finds the index of the colour blue.
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The count() method returns the count of how many times a specific element appears in the list:

>>> print(colours.count("red"))

2

>>> print(colours.count("black"))

0

Finally, the copy() method returns a *shallow* copy of the list, e.g.

>>> new\_colours = colours.copy()

>>> print(new\_colours)

['red', 'green', 'yellow', 'blue', 'red']

People new to programming often make the mistake of trying to take a copy of a list by using an assignment, like this:

>>> new\_colours = colours

>>> print(new\_colours)

['red', 'green', 'yellow', 'blue', 'red']

Although this looks to have worked, it has not actually created a copy of the list; it has merely created a second variable that refers to the *same* list. Hence, if the original list is changed then the new\_colours list will also be changed, since there is only really one underlying list. This is shown here:

>>> new\_colours = colours

>>> colours.append("black")

>>> print(new\_colours)

['red', 'green', 'yellow', 'blue', 'red', 'black']

**TASK**: Write some code that makes a copy of the colours using the copy() method. Then make some changes to the original list. Print the contents of the copied list to ensure these changes have not affected the copy.
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**The del Statement**

The del statement is not specific to lists, but a general statement available within the Python language. It can be used to delete values from lists using both *indexing* and *slicing*. It can also be used to delete entire variables. Examples of its use are:

>>> del colours[0] # remove first colour

>>> del colours[-1:] # remove last colour

>>> del colours # remove the colour variable

The del statement is much more destructive than the mutator methods. Once a variable is deleted it cannot be accessed (unless recreated).

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

## **List Comprehensions**

Lists can be created in multiple ways. Up until now most lists have been created by explicitly providing values within the code. In many cases however lists are constructed programmatically. They are generated by the program itself.

For example, it would be very easy to generate a squares list using a for...in loop along with the append() method. The code might be:

squares = []

for x in range(10):

squares.append(x\*x)

An alternative to writing such explicit code to populate a list also exists, this is known as a *list comprehension*. They achieve the same outcome but in a more concise manner. Using them is very *Pythonic*.

*List comprehensions* are *expressions* that appear instead of the values within a list initialisation statement. The above example could be rewritten using a list comprehension as follows:

squares = [x \* x for x in range(10)]

The expression (x \* x) is evaluated for each iteration of the subsequent for...in loop, then the result is placed within the list. The result is neater and probably easier to understand.

**TASK**: Write some code that uses a list *comprehension* to create a list called cubes that contains the cubed values (x \* x \* x) of the numbers from 2 to 20 inclusive.
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It is also possible to further restrict inclusion of values by using an additional if statement to the end of the for...in loop. Only when the if statement returns True does the value get evaluated and added to the list. So to generate a list containing all the even numbers between 100 and 200 the following list comprehension could be used:

even\_nums = [num for num in range(100,201) if num % 2 == 0]

The if statement is particularly useful when creating lists which are subsets of other lists. For example, if a list existed called all\_users then the following code could be used to create a subset of that list.

some\_users = [u for u in all\_users if len(u) < 8]

**TASK**: Examine the above code and work out which user names will be placed in the some\_users list. What is the condition that has to be met for inclusion?
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* The string in all\_users must be less than 8 characters to be printed as list.

It is even possible to have multiple for...in loops and multiple if conditions within the same list comprehension, although this can get complicated to understand. If more than one for...in loop exists then this acts like a *nested loop* where the inner loop is executed for every iteration of the outer loop.

>>> triples = [n for n in range(1,6) for count in range(3)]

>>> print(triples)

[1, 1, 1, 2, 2, 2, 3, 3, 3, 4, 4, 4, 5, 5, 5]

The above example adds the numbers 1,2,3,4 and 5 to the list three times each.

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

## 

## **Introduction to Tuples**

A *Tuple* is the name given to a built-in data-type that is similar to a List. It is a compound type that contains a *sequence* of ordered values.

However, Tuples are often used in different situations to lists, and are *immutable*. They also typically contain different types of values, in contrast to a list that typically contains the same type of values. Since a Tuple is a sequence, like a *List* and a *String*, it supports *indexing*, *slicing*, *concatenation* and is *iterable* (it can be used within for...in loops).

Tuples are initialised using a slightly different syntax to lists, with the initial values being contained within parentheses (round brackets):

student = ("Griffin, P.", 2, 38.2)

Creating tuples in this way is often known as *Tuple packing*.

Tuples are often used to represent information or “*records*”. What the values in a tuple actually represent is upto the programmer and depends on their use within the program. In the above example, the values may well represent “name”, “year of study”, and “average grade”.

Tuples can actually be created without the use of parentheses, as below, but it is more usual to include the brackets.

student = "Griffin, P.", 2, 38.2

**TASK:** Create a tuple called address that includes your own “house number”, “street” and, “postcode” as three different values.

![](data:image/png;base64,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)

**Empty and Single element Tuples**

An empty tuple can be created just using parentheses -

empty = ()

To create a tuple with only one element, a trailing comma must be used, e.g.

the\_one = "Neo",

This is a slightly odd syntax, but a common error is to try to create a one element tuple as follows:

the\_one = ("Neo")

This actually just creates a *string* type variable, not a tuple.
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Hint: For this reason it is common to include a trailing comma even when one is not needed. For example:

student = ("Griffin, P.", 2, 38.2,)

**Sequence Unpacking**

As already stated the elements within a tuple can be accessed in the same way as a list, by using *indexing*, *slicing*, or *iteration*. For example:

>>> print(student[0])

'Griffin, P.'

However, it is also common to access the elements using a technique called *sequence unpacking*. This works like this:

name, year, average\_grade = student

The values within the tuple on the right-hand side are assigned (in order) to the variables present on the left-hand side. Hence the number of values on the left-hand side MUST match the number of values within the given tuple.

**TASK:** Use *sequence unpacking* to extract the values you stored within the address tuple earlier. Unpack the tuple into variables named house\_num, street and postcode.
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*Sequence unpacking* is also sometimes called *multiple assignment* and is commonly used to quickly assign multiple values to multiple variables using a single statement:

x, y, z = 10, 20, 30

Notice how the number of values on the right-side matches the number of variables on the left-side.

This is actually just using *tuple packing*, followed by *sequence unpacking*. As the name suggests *sequence unpacking* can be applied to any type of *sequence*. Hence the right-hand side can also be either a *list* or a *string*, although this is less commonly seen.

Using *tuple packing* and *unpacking* is also a convenient way of returning more than one value from a function. When used well this is an especially useful feature of Python, and is not something that is available in many programming languages.

def calc\_squares(x, y):

return ( x \* x, y \* y )

a,b = calc\_squares(42, 92)

A tuple can also be unpacked when calling a function or method that takes a variable number of arguments. A ‘\*’ prefix causes a tuple to be unpacked prior to the function call:

my\_range = (10, 30)

for i in range(\*my\_range):

print(i)

This unpacks the my\_range tuple during the call, resulting in the equivalent to range(10, 30), since the ‘\*’ causes each tuple element to be passed as a separate argument.

**TASK:** Write some code that calls the print() function to output the contents of the address tuple you created earlier. Ensure you use the ‘\*’ prefix so that the elements are extracted before being passed to the function. Compare this with a version of the same code that calls the print() function without using the ‘\*’ prefix,
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**Tuple Methods**

Since tuples are *immutable* they have fewer *methods* than the List type. The reason is simply that methods that change the content are not applicable, so methods such as append(), extend() and insert() do not exist since the tuple content cannot be changed after creation.

In fact the only methods that are available are count() and index(), which are accessors. These work in exactly the same way as they do with the list type.

Also, since tuples are *immutable* it is not possible to assign to *indexes* or *slices*. e.g. the following code is not possible on tuples -

student[0] = "Griffin, Brian"

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

## 

## 

## **Key Terminology**

Understanding key terminology is important not only when programming but for understanding computer science in general. Certain terms, technologies and phrases will often re-occur when reading or learning about many computer science topics. Having an awareness of these is important, as it makes learning about the various subjects and communication with others in the field easier.

**TASK**: Look at each of the phrases below and ensure you understand what each of these means. For any that you do not understand, do a little research to find a definition of each term. This research may involve looking back over these notes, or the associated lecture notes. It may also involve searching for these terms on the Internet.

* Method
* List comprehension
* Tuple
* Tuple Packing
* Sequence Unpacking

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

## **Practical Exercises**

You have now completed this tutorial. Now attempt to complete the associated exercises.